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Abstract
There has been a growing interest among psychologists, psychiatrists and neuroscientists in applying computational modeling to behavioral data to understand animal and human behavior. Such approaches can be daunting for those without experience. This paper presents a step-by-step tutorial to conduct parameter estimation in R via three techniques: Maximum Likelihood Estimation (MLE), Maximum A Posteriori (MAP) and Expectation-Maximization with Laplace approximation (EML). We first demonstrate how to simulate a classic reinforcement learning paradigm – the two-armed bandit task – for N = 100 subjects; and then explain how to develop the computational model and implement the MLE, MAP and EML methods to recover the parameters. By presenting a sufficiently detailed walkthrough on a familiar behavioral task, we hope this tutorial could benefit readers interested in applying parameter estimation methods in their own research.
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Introduction
Cognitive scientists typically have a theory from which hypotheses are generated. Often, these hypotheses are couched in terms of behavioral differences between experimental conditions and/or groups. To make sense of behavioral data, two broad categories of statistical tools are normally used. Descriptive statistics summarize properties of the data through measures of central tendency and dispersion, while inferential statistics allow a specific hypothesis to be tested via methods such as analysis of variance. However, these tools are increasingly recognized as insufficient to help us understand individual variability in human behavior (Bakeman & Robinson, 2005; Pagano, 2012). Computational modeling of data has emerged as a popular way to investigate mechanisms underlying human thoughts and behavior (Montague, Dolan, Friston, & Dayan, 2012; Corlett & Fletcher, 2014; Wang & Krystal, 2014; Stephan & Mathys, 2014; Huys, Maia, & Frank, 2016; Patzelt, Hartley, & Gershman, 2018; Huys, Browning, Paulus, & Frank, 2020). Moreover, applying computational models to behavioral data may even garner insights into neural signals and brain function (Niv, 2020).

Computational Modeling of Behavioral Data

Computational modeling. As defined by the National Institute of Biomedical Imaging and Bioengineering, computational modeling is the use of computers to simulate and study complex systems using mathematics, physics and computer science. In behavioral science, many facets of computational modeling need to be considered for effective modeling of behavior (Wilson & Collins, 2019). This has led to new insights on various processes including reward learning (Daw, 2011; Huys, Pizzagalli, Bogdan, & Dayan, 2013; Momennejad et al., 2017), impulsivity (Bickel, Odum, & Madden, 1999), motivation (Lockwood et al., 2017), decision-making (Ang et al., 2018), belief-updating (Reed et al., 2020) and cognitive control (Dillon et al., 2015).
Typically, the goal of computational modeling of behavioral data is to derive subject-specific estimates of parameters, or variables that index specific components of the cognitive process of interest, that explain behavior.

**Behavioral data.** Behavioral data are complex; they capture how agents (e.g., animals, humans, or robots) interact with their environment—commonly in terms of the actions performed (by the agent) and the rewards harvested (from the environment). Here, we examine a classic behavioral paradigm, the N-armed bandit task (Slivkins, 2019), where an individual is faced with N=2 slot machines. One machine has a higher win probability. The agent needs to learn which machine to choose to reap maximum reward. This learning—accumulated by interacting with the machines—is typically modeled using reinforcement learning (RL) theory (Sutton & Barto, 2018). In this paper, we focus on a relatively simple RL model: the Q-learning model (Watkins, 1989).

The remaining sections of this paper are organized as follows. **Tutorial** describes the behavioral task, computational model, and likelihood function. **Tutorial – Part 1** provides a walkthrough of the R code on how to simulate behavioral task data using the Q-learning model. **Tutorial – Part 2** provides a walkthrough on visualizing the behavioral data using the powerful ggplot2 tool. **Tutorial – Part 3** provides a walkthrough on how to implement three estimation methods—Maximum Likelihood Estimation (MLE; Myung, 2003), Maximum A Posteriori (MAP; Cousineau & Hélie, 2013) and Expectation-Maximization (EM; Huys et al., 2011)—to recover decision-making behavior from task performance. **Discussion** provides a brief summary of the results of model fitting on the two-armed bandit task, a discussion on the importance of model fitting for elucidating behavioral differences, and limitations. Taken together, the tutorial is intended for readers to grasp a basic and intuitive understanding of how to implement a reinforcement learning model to a two-choice behavioral task to generate behavior and then use parameter estimation techniques to recover behavior.

**Task and Model**

**Two-armed bandit task**

We begin with a brief vignette of the two-armed bandit task (see Figure 1).

Imagine walking into a new casino with only two slot machines available. Unbeknownst to patrons, both machines follow a Gaussian payout distribution; one pays with \((\mu, \sigma) = (1, 2)\) while the other \((\mu, \sigma) = (-1, 2)\). In other words, there is a higher chance of winning money on one machine and a higher chance of losing on the other. To drum up publicity, the owner says that players do not have to pay anything upfront. Instead, you are given \(N = 200\) trials to pull any machine you like and the total outcome will be settled at the end. Thus, one has to learn as quickly as possible which machine has the better odds of payoff in order to maximize earnings.

**Computational model**

How might people learn which slot machine is better over time? Humans adopt algorithmic strategies of reinforcement learning when performing tasks like the bandit task (Schulz & Gershman, 2019). The Q-learning model iteratively updates values attributed to actions in order to improve the learning behavior of an individual (Watkins & Dayan, 1992). This model comprises two parts: Q-learning update rule and Softmax decision rule.

**Q-learning update rule.** Let \(t\) be the trial number, \(a_t\) be a participant’s action on a trial, \(A_t\) and \(B_t\) be the specific action of choosing machine \(A\) or machine \(B\), respectively, and \(r_t\) be the reward obtained by the participant. The Q-learning model posits that, on each trial, the subject assigns an expected value \(Q_{A_t}\) and \(Q_{B_t}\) to each machine. Assuming no initial bias for either machine, these two variables are set to zero initially:

\[ Q_{A_t} = 0, \quad Q_{B_t} = 0 \]

where \(t = 0\). On every trial \(t\), the participant selects a machine and receives the outcome \(r_t\). The difference between the outcome obtained and the reward expected is quantified by the reward prediction error (RPE):

\[ \delta_t = r_t - Q_{a_t} \]  

where \(Q_{a_t}\) can either be \(Q_{A_t}\) or \(Q_{B_t}\) depending on the choice of machine at a particular trial. The RPE on that trial is then used to update the value of the chosen machine according to the following equation:

\[ Q_{a_{t+1}} = Q_{a_t} + \alpha \delta_t \]

in which \(\alpha\) refers to learning rate (\(0 \leq \alpha \leq 1\)) and acts to scale the impact of \(\delta_t\) when updating the expected value. In other words, the higher the \(\alpha\) value, the faster a participant learns which machine gives a better payout.

**Softmax decision rule.** The expected values of each lever are then converted to probabilities of choosing via the Softmax equation (Luce, 1986):

\[ P(A_t) = P(A_t | Q_A, Q_B) = \frac{e^{\beta Q_{A_t}}}{e^{\beta Q_{A_t}} + e^{\beta Q_{B_t}}} \]  

\[ P(B_t) = P(B_t | Q_A, Q_B) = \frac{e^{\beta Q_{B_t}}}{e^{\beta Q_{A_t}} + e^{\beta Q_{B_t}}} \]
Figure 1 Two-armed bandit task. A classic reinforcement learning paradigm used to capture decision-making behavior. The participant is presented with two slot machines, A and B, with different payoff distributions. On every trial \( t \), an individual chooses a lever \( a_t \), and is presented with a reward \( r_t \). To maximize winnings, one must learn which machine has the better odds of payoff over the course of the task.

where equations 3 and 4 represent the probabilities of choosing machines A and B, respectively. In reinforcement learning, a decision to be made – for example, choosing a particular machine – requires one to either explore other options or exploit the current choice (Daw, O’doherty, Dayan, Seymour, & Dolan, 2006). This exploration-exploitation mechanism is measured by \( \beta \), which refers to choice randomness (or more technically, inverse temperature parameter) and represents how random actions are \( (0 \leq \beta < \infty) \); lower values cause actions to be more equiprobable (i.e., an individual is still exploring other choices across trials), whereas higher values denote more deterministic actions (i.e., an individual sticks with a specific choice across trials).

Likelihood function

The observed choice data can now be used to estimate the behavioral parameters. We fit the Q-learning model to the two-armed bandit task data, generating the likelihood function. Mathematically, after taking the logarithmic of the likelihood function (Etz, 2018), the log-likelihood for choosing machine A on a particular trial \( t \) \( (LL_{A_t}) \) and for choosing machine \( B \) on a particular trial \( t \) \( (LL_{B_t}) \) can be written as (for derivation refer to Appendix D):

\[
LL_{A_t} = \log(P(A_t)) = Q_1 - \log(e^{Q_1} + e^{Q_2}) \tag{5}
\]

\[
LL_{B_t} = \log(P(B_t)) = Q_2 - \log(e^{Q_1} + e^{Q_2}) \tag{6}
\]

where \( Q_1 = \beta Q_A \) and \( Q_2 = \beta Q_B \). The goal of parameter estimation is to maximize (in other words, to take the sum of the \( LL \) for each trial) so as to find the parameters that most likely generated the choice data (see Figure 2). Although the goal of parameter estimation is to maximize the log-likelihood, we want to, in terms of optimization, think of the log-likelihood function as a ‘cost’ function (other interchangeable names are ‘loss’ or ‘error’ function). Thus, as you can imagine, we would like to minimize the negative log-likelihood. Moreover, by default, the optimization algorithm we use minimizes.

Tutorial

Getting Started

Installation of R. The simulation, visualization and estimation procedures of this tutorial are all implemented inside the freely-available R/RStudio environment (Venables, Smith, & R Development Core Team, 2009; Racine, 2012). Therefore, the user needs to install the latest versions of R (https://www.r-project.org/) and RStudio (https://rstudio.com/products/rstudio/) to successfully execute the lines of code presented in this tutorial. Note R version 4.0.0 and RStudio version 1.1.447 were used at the time of publication.

Installation of twochoiceRL. The twochoiceRL package can be installed from GitHub (see https://github.com/psuthaharan/twochoiceRL) by running the following command in the RStudio console:

\[
\text{devtools::install_github("psuthaharan/twochoiceRL")}
\]

This package can then be activated by running:

\[
\text{library(twochoiceRL)}
\]

It consists of three main functions:

\[
?\text{simulate_twochoiceRL} \\
?\text{plot_twochoiceRL} \\
?\text{estimate_twochoiceRL}
\]
Figure 2  Likelihood as an inversion of probability. We intuitively define likelihood as representing the estimation of behavior given a decision. In the Probability scenario, your brain executes a learning model to generate a decision – choose machine $A$ or machine $B$. In the Likelihood scenario, you have observed the data (i.e., you know an individual chose machine $A$) and now consider what behavioral parameters (i.e., $\alpha$ and $\beta$) generated an individual’s decision to choose machine $A$. The likelihood function allows us to search for values of the behavioral parameters that most likely directed an individual to make a particular decision.

Note that if you add a `?` before the function name in the console, you will be able to view a detailed description of each function. The `simulate_twochoiceRL` provides the functionality for simulating the two-armed bandit task. The `plot_twochoiceRL` provides the functionality for plotting the behavior of individuals who completed the simulated two-armed bandit task. The `estimate_twochoiceRL` provides the functionality for recovering the behavioral parameters used to generate the simulated behavior. The following sections will go in more detail into these individual functions (see README on GitHub for a quick walkthrough).

**Part 1: Simulating data (`simula**te_twochoiceRL.R`)**

**Overview**

We have introduced the idea that fitting the computational model to the task data generates a likelihood function which we can use to estimate parameters. The Q-learning model introduces two behavioral parameters that shape an individual’s underlying decision-making process: $\alpha$ represents how quickly an individual learns of the better choice and $\beta$ represents randomness of an individual’s action. In the following section, let’s assume we have 100 hypothetical subjects with different $\alpha$ and $\beta$ values. We will demonstrate how to simulate their behavior in the two-armed bandit task through the Q-learning model and Softmax equation. The main function we focus on in Part 1 is `simulate_twochoiceRL` (see Appendix A, Listing 1). This function takes in several input parameters and executes a few procedures to generate a simulated dataset of individuals performing the two-armed bandit task. For users interested in copying lines 1-100 in Listing 1, please remember to have the `foreach` library installed.

**Procedures**

**Simulate parameters.** When running simulations, it is important to set a seed value (see Listing 1, line 14-15). A seed value is any random number that holds data for replicating results. The function allows the user to specify any integer value for `seed_value` (defaults to 528).

The simulation begins with a random selection of values for each participant’s choice randomness and learning rate by drawing from a Gaussian distribution (see Listing 1, lines 17-19). We create a variable, `n_subj`, that represents the number of subjects (defaults to 100) that we want to simulate. The `rnorm` function is then used to generate `n_subj` data points from a normal distribution with $(\mu_1, \sigma_1) = (\text{mean}_{x_1}, \text{stdev}_{x_1})$ for $x_1$ and $(\mu_2, \sigma_2) = (\text{mean}_{x_2}, \text{stdev}_{x_2})$ for $x_2$. You will notice that $x_1$ and $x_2$ are used as inputs for $\beta$ and $\alpha$, respectively (see Listing 1, lines 21-23). We call this re-parameterization whereby
we introduce another variable (e.g., $x_1$) as input to a function (e.g., the exponential function: $e^{x_2}$) such that it preserves the bounds of the original variable (e.g., $\beta$) while allowing us to leverage the unbounded nature of the reparameterized variable (e.g., $x_1$). To be more specific, as we have mentioned in the Q-learning model, $\beta$ is known to be bounded (i.e., constrained) between $[0, \infty)$ and $\alpha$ bounded between $[0,1]$. Moreover, the process of parameter estimation begins with random restarts (or starting values). These values are fed into the optimization algorithm to output the estimate (i.e., MAP) and the respective Hessian matrix. In the EML procedure, specifically, these estimates and the Laplace values (diagonal elements (or trace) of the Hessian matrix) are used to compute the posterior hyperparameters (or mean and standard deviation of the distribution that we are sampling from for the model parameter estimates) on a particular iteration. The succeeding iterations sample the new random restarts from the previous estimated distribution. If the parameters are bounded, you can imagine that there is a greater possibility for the variance of the estimated distribution to overlap the previously converged estimate, thus not allowing the algorithm to robustly search the entire parameter space. We minimize the possibility of this issue by using an unconstrained optimization technique for parameter estimation, which requires our parameters to be unbounded between $(-\infty, +\infty)$. We remove the constraints by reparameterizing the model parameters in terms of $x_1$ and $x_2$ using the following equations:

$$\beta = e^{x_1}$$  \hspace{1cm} (7)

$$\alpha = \frac{1}{1 + e^{-x_2}}$$  \hspace{1cm} (8)

We use the exponential function (equation 7) and sigmoid function (equation 8) to transform $\beta$ and $\alpha$, respectively, and perform our unconstrained optimization on $x_1$ and $x_2$ from $(-\infty, +\infty)$.

**Initialize Q-learning vector.** Now that we have demonstrated how to simulate the behavioral parameters for $n_{\text{subj}}$ subjects, we want to use these parameters to generate simulated choices. To do this, we must first initialize our expected values of choosing machines $A$ and $B$ to 0 (assuming no initial bias for either machine). We create a row vector $Q$ – updated over trials as an individual learns – to hold these values (see Listing 1, line 33-34).

**Define softmax function.** The probability of an individual choosing a machine, as discussed previously, is computed by the softmax choice model. We code the function based on equations 3 and 4, where the input $x$ is a row vector of the expected values for machine $A$ and machine $B$. We let $y = x - \max(x)$ to avoid numerical overflow (see Appendix C on how this definition is equivalent to the softmax equations introduced earlier).

```r
# Softmax choice function
softmax <- function (x) {
    y <- x - max(x)
    exp(y)/sum(exp(y))
}
```

**Simulate data.** We have now established three important steps for simulating our two-armed bandit dataset – (1) simulate parameters, (2) initialize Q-learning vector and (3) define the softmax equation. These three procedures – along with the Q-model – are the foundations for simulating our trial-by-trial data. Lines 36-77 in Listing 1 simulates an individual’s choice behavior across $n_{\text{tr}}$ trials (defaults to 200). In the bandit paradigm, we know that the slot machines each has its own payoff distribution. Specifically, we have earlier assumed that machines $A$ and $B$ follow a standard Gaussian-like payoff distribution $N(\mu = 1, \sigma = 2)$ and $N(\mu = -1, \sigma = 2)$, respectively (see Listing 1, lines 40-44). On each trial, we will first generate the probabilities of an individual choosing each machine using the softmax equation, incorporating the individual’s $\beta$ and expected values $Q$ (see Listing 1, lines 46-47). Following that, either machine $A$ or $B$ will be sampled based on these action probability values (see Listing 1, lines 49-50). A reward will then be given (see Listing 1, lines 52-53). Based on the individual’s action, reward and learning rate ($\alpha$), we will update the expected value using the Q-learning model (see Equation 2) for the next trial (see Listing 1, lines 55-56). We perform this sequence for each $n_{\text{tr}}$ trial and save the trial data into a data frame (see Listing 1, lines 58-64). This trial-by-trial data is stored for each $n_{\text{subj}}$ subjects in `twochoiceRL_data` (initialized in Listing 1, lines 11-12 and saved in Listing 1, lines 77-78). Note that the `simulate_twochoiceRL` function has an additional parameter, trials_unique. This parameter serves to subset the data for estimation purposes. If TRUE (by default), only unique trials (i.e., trials where the individual selected a machine) is kept (see Listing 1, lines 66-68). Otherwise, all trials are kept for plotting purposes (see Listing 1, lines 70-72).

The function `simulate_twochoiceRL` outputs a list containing the trial-by-trial task data, the number of subjects the user specified to simulate, and the true parameter values for $x_1$ and $x_2$ that were used to generate the behavior (see Listing 1, lines 93-98).

How do we view the resulting behavioral data for an individual? First, we should store the function output to a variable:

```r
# Save simulated data to a variable
data <- simulate_twochoiceRL(
    seed_value = 528,
    n_subj = 200,
    n_tr = 200,
    trials_unique = TRUE)
```
n_subj = 100,
n_tr = 200,
mean_x = c(1,0),
stdev_x = c(1,1),
mean_payoff = c(1,-1),
stdev_payoff = c(2,2),
trials_unique = TRUE,
progress_bar = TRUE)

Now we can view the data for individual 100 (see Figure 3):

```r
# View individual 100
View(data$twochoiceRL[[100]])
```

Part 2: Plotting data (plot_twochoiceRL.R)

Overview

Viewing data values is good. But, visualizing data is more appealing. We will demonstrate how to plot the behavioral data of individuals using the ggplot2 tool (Wickham, 2016). The main function we focus on in Part 2 is plot_twochoiceRL (see Appendix A, Listing 2). This function requires four input parameters – the simulated dataset, the subject data to plot, line colors representing the two choices, and whether a user would like to view it in static form or animated form – to generate a plot of the individual’s behavior. For users interested in copying lines 1-68 in Listing 2, please remember to have both the ggplot2 and gganimate libraries installed.

Procedures

Visualizing data. We visualize the change in expected values and choice probabilities across trials for an individual. It’s important to set trial_unique to FALSE because for plotting purposes we are interested to see the data values for the relevant trials (where the individual selected the machine) and the counterfactual trials (where the individual did not select the machine).

The following lines of code produces Figure 4:

```r
# Saving simulated data for plotting
data <- simulate_twochoiceRL(
  trials_unique = FALSE)

# Visualize behavior of subject 100
plot_twochoiceRL(data = data,
  subj = 100,
  colors = c("#009999","#0000FF"),
  plot_type = "static")
```

Part 3: Parameter estimation (estimate_twochoiceRL.R)

Overview

Up until now, we have shown how to use simulated behavioral parameters to generate choice data. However, in reality, we will only have participants’ choice data to study behavior. We will demonstrate how to recover (or estimate) the behavioral parameters from the choice data using three different parameter estimation techniques. The main function we focus on in Part 3 is estimate_twochoiceRL (see Appendix A, Listing 3). It utilizes three separate functions for each estimation method: mle_twochoiceRL, map_twochoiceRL, and eml_twochoiceRL. For brevity, we will unpack the main function but leave the details of these individual estimation scripts for the users to peruse through in the package.

Procedures

Performing MLE. In practice, the true behavioral parameters are not known. Hence, we will start the parameter estimation methods with random guesses for our parameters (see Listing 3, lines 19-20). We create a mle_twochoiceRL function that takes as input the simulated data (see Listing 3, line 25), a list of random guesses for our parameters (see Listing 3, line 26), an objective function that calculates the negative log-likelihood, gradient and Hessian (see Listing 3, line 27), an optimization algorithm (Geyer, 2020) used to minimize the objective function (see Listing 3, line 28), the starting and maximum allowed trust region radius (see Listing 3, line 29), and a user-specified number of random restarts (or starting parameter values) to search our parameter space (see Listing 3, line 30). The execution of this function results in the MLE estimates for each parameter (see Listing 3, lines 33-35). We save these parameter estimates along with the true parameter values in a data frame (see Listing 3, lines 37-44) for plotting (see Listing 3, lines 46-53).

To recapitulate, we simulated data in Part 1 and observed which choices (or slot machines) each of our simulated subjects preferred in Part 2. In Part 3, we are focused on recovering their underlying decision-making process by estimating how random their choices are (z1; ß) and how quickly they learn of the better choice (z2; ð). The MLE approach takes initial random guesses of these behavioral parameters and outputs estimated behavioral parameters that the algorithm believes is most probable to have resulted in the simulated subject for choosing a particular machine.

Performing MAP. Let’s now consider the case where you not only take initial random guesses of the behavioral parameters but also have some previous information (i.e.,
prior knowledge) of an individual's decision-making process; for example, say we know an individual is a decisive thinker ($\beta > 10$) and learner ($\alpha > 0.8$). With this information (i.e., an informative prior) we can provide a range for our parameters and take initial random guesses from this range, yielding more accurate estimates. We initialize an assumed prior distribution (i.e., a relatively wide normal distribution) for the parameters (see Listing 3, lines 162-166). Therefore, in addition to the input parameters used in the MLE function, the `map_twochoiceRL` function requires prior information (see Listing 3, lines 178-179).

**Performing EML.** Like the MAP method, we begin by initializing priors for $x_1$ and $x_2$, but, unique to EML, also variables for storing information on convergence and iterations of the algorithm (see Listing 3, lines 301-304) where it iteratively estimates the distribution for each parameter estimates. The EML procedure (see Listing 3, lines 309-390) is a while loop that begins with random guesses of our model parameter values for the first iteration (see Listing 3, lines 312-315) and uses the previous MAP estimates as initial guesses for successive iterations (see Listing 3, lines 335-337). The procedure currently loops until the absolute difference between the previous LL and current LL is less than 0.001 (see Listing 3, line 310); this can be adjusted to allow the algorithm to iterate through faster (diff $>>$ 0.001) or slower (diff $<<$ 0.001). In addition to the input parameters used in the MAP function, the `eml_twochoiceRL` function requires knowledge of the iteration number (see Listing 3, line 354) and the MAP estimates from previous iterations (see Listing 3, line 355). Notably, the EML procedure differs from the other methods in that the priors are iteratively updated using the calculated MAP and the Laplacian values (see Listing 3, lines 376-385) based on the Laplacian approximation method (Huys et al., 2011). These iteratively updated, Laplace-approximated posterior hyperparameters are returned by the EML procedure (see Listing 3, line 421). We graphically illustrate the convergence of these hyperparameters (i.e., the mean and standard deviation of the distribution from which we are sampling our behavioral parameters) per EML iteration (see Appendix B). It’s interesting that, in many cases, the posterior hyperparameters converge around the mean values of our simulated parameters. For those other cases, it’s plausible that the parameter search of the algorithm found a local minimum. Therefore, a couple of suggestions would be to increase the maximum trust region radius ($tr\_rad$) or the total number of restarts ($nRes$) in hopes of finding the global minimum.

The estimation performance of our three methods – MLE, MAP and EML – is summarized in Figure 5. The following lines of code will produce the estimation plots for each technique, respectively:
Figure 4 Learning performance of simulated subject 100. The expected value and choice probability suggest this subject clearly prefers lever A as evident by a higher probability. (a) Expected value for lever A and B across 200 trials. (b) Probability of choosing lever A and B across 200 trials.

# MLE estimation (Figure 5, left panel)
estimate_twochoiceRL(data = data,
method = "mle",
plot = TRUE)

# MAP estimation (Figure 5 middle panel)
estimate_twochoiceRL(data = data,
method = "map",
prior_mean = c(0,0),
prior_sd = c(5,5),
plot = TRUE)

# EML estimation (Figure 5, right panel)
estimate_twochoiceRL(data = data,
method = "eml",
prior_mean = c(0,0),
prior_sd = c(5,5),
plot = TRUE)

Three important measures of fit were considered in assessing the fit between our estimated and true parameters. Bias is a measure of closeness between the estimates and truth; values may range in either direction – negative or positive – but, ideally, the bias value should be close to 0 (i.e., unbiased). Root Mean Square Error (RMSE) is a measure of spread in the residuals (difference between estimated and true values; prediction error); values – in principle – range from 0 (perfect prediction with no error) to \( \infty \) (very poor prediction with substantial error). Pearson’s correlation coefficient \( r \) is a measure of strength in association between two variables; values range from -1 (strong negative relationship) to +1 (strong positive relationship). To summarize, a good fit would, ideally, have a Bias \( \sim 0 \), RMSE \( \sim 0 \), and \( r \sim 1 \) or -1.

There are many important differences to observe when comparing the estimation performances of our methods. Although the strengths in correlations prove relatively strong across methods \( x_1 \): \( r_{MLE} = 0.787, r_{MAP} = 0.846, r_{EML} = 0.924 \); \( x_2 \): \( r_{MLE} = 0.827, r_{MAP} = 0.873, r_{EML} = 0.917; p < 0.0001 \), it’s imperative we evaluate fit with additional measures. A reference line \( y = x \); dotted red line) was added to visually measure underlying overestimation or underestimation in the estimates. It’s quite evident – especially from the MLE and MAP results – that values were overestimated (i.e., more points above the reference line) and underestimated; this is also captured in the bias (negative values) and RMSE (\( \gg 0 \)). The iterative nature of the EML algorithm, estimating the uncertainty of the parame-
Figure 5  Parameter recovery using three estimation methods. We compare the performance of parameter recovery among the MLE, MAP and EML estimation methods. Each figure represents a scatter plot of our true (x-axis) vs estimated (y-axis) points. Ideally, all the points should be close to our reference $y = x$ line (red). We leverage Bias, RMSE and $r$ to evaluate performance of these estimation methods. It’s important to note that because of the different axis scales used, it might seem as if MLE and MAP, specifically for $x_2$, are better than EML but as the $r$ suggests that is not the case. Therefore, taking all the metrics into consideration, we can conclude that EML offers improved parameter recovery. Axes range are shared to better assess the quality of the estimates.

![Parameter Recovery Plots](image)

ters, minimized the problem of overestimation and underestimation. All things considered, the three methods offer compelling estimation performance, but the EML performance illustrates improved parameter recovery, highlighting the potential usefulness of EML in parameter estimation.

Discussion

Computational modeling serves as an important tool for exploring behavioral data. We can leverage different parameter estimation techniques for robust model fitting – relating parameters to behavioral differences.

**Tutorial summary.** We presented a tutorial on how to implement three estimation techniques, namely MLE, MAP and EML, in context to a simple and classic behavioral paradigm: the two-armed bandit task. We began with a brief overview of the Q-learning model which is composed of two parts: the Q-updating rule (which iteratively updates an individual’s expectation of what the next choice should be) and the Softmax decision rule (which converts expected values of choices obtained from the Q-updating rule to probabilities of choosing a particular choice). This standard RL model is responsible for capturing behavior on the task via two parameters: learning rate ($\alpha$) and choice randomness ($\beta$). We then proceeded to guide users – via R code – on how to simulate behavioral data for 100 people each with different $\alpha$ and $\beta$ values (true parameters) and demonstrated parameter estimation with MLE, MAP and EML on the simulated data to recover the $\hat{\alpha}$ and $\hat{\beta}$ values (estimated parameters). Moreover, the flexibility of the code – for example, the ability to adjust reward structures of the stimuli, the trust region radius of the optimization algorithm, and priors of the parameters – gives users more control over aspects of model fitting and estimating.
of simulated behavior.

**Value of computational modeling.** Fitting models, like reinforcement learning (RL) models, to behavioral data can provide insight into unclear behavioral phenomena. Several studies have leveraged Q-learning model parameters to characterize behavior between healthy and unhealthy groups of various disorders (Li, Lai, Liu, & Hsu, 2014; Sethi, Voon, Critchley, Cercignani, & Harrison, 2018; McCoy, Jahfari, Engels, Knappen, & Theeuwes, 2019). For example, Li et al fit behavioral data (obtained from the DRT – a two-choice task) to the Q-learning model and found that patients with schizophrenia had higher learning rates ($\alpha$) than healthy controls and the choice randomness ($\beta$) trended negatively with severity of positive psychotic symptoms. The question of whether positive or negative symptoms of schizophrenia were related to dysfunction of RPE signaling was then revealed through model parameter correlations with symptom scales; dysfunctions of RPE signaling during the DRT was more associated with positive symptoms of psychosis. The findings from these studies underscore the importance of utilizing behavioral parameters to ascertain individual and group differences in behavior, and unraveling relationship between behavior and symptoms. Modeling could also have practical utility; for example, parameters could be predictors of response to different classes of antidepressants (Ang et al., 2020; Whitten et al., 2020).

**Limitations.** Though we provide a detailed walkthrough on modeling behavioral data, there are many other facets of computational modeling that should be considered but were not illustrated in this tutorial for simplicity’s sake. These include implementing alternative estimation approaches, leveraging empirical priors, generating surrogate data, and performing model comparison. We also end this section with some additional resources to accompany this tutorial.

**Alternative estimation approaches.** The performance of MLE and MAP point-estimates resulted in good correlation, albeit overestimation of true values. On the other hand, the EML method, despite starting from relatively wider normal distribution priors, resulted in improved performance compared to MLE and MAP. It is also important to note that the presented approach is not a fully Bayesian approach since we have computed point estimates (MAP) rather than the full posterior. An alternative, robust yet computationally-expensive approach would be the Monte Carlo Markov Chain (MCMC) for parameter estimation (Makowski, Wallach, & Tremblay, 2002).

**Empirical priors.** Moreover, our prior here is estimated hierarchically on the same data, which has been suggested to increase the risk of overfitting (i.e., may be less generalizable). An alternative is to use empirical priors estimated from separate datasets (Gershman, 2016), although it currently remains unclear how hierarchical and empirical methods compare.

**Surrogate data generation.** In this tutorial, we have focused on simulated data as it allows us to know the true parameter values and how well they can be recovered. In the real world, however, the true parameters are unknown. So how can we determine whether our parameter recovery is satisfactory or not? One way to do that is to generate surrogate data – using recovered parameters to simulate performance based on the model (i.e., what we did using `simulate_twochoiceRL.R`) – and then compare the surrogate performance to real performance (Moulder, Boker, Ramseyer, & Tschacher, 2018).

**Model comparison.** It is also important to realize that here, we have focused only on estimating parameters for one model; Q-learning model with two free parameters ($\alpha, \beta$). However, in reality, one might conceive several plausible models with different number of parameters that describe the different ways participants perform a task, so typically estimation has to be done for several models. How then does one decide which model is most suitable? Model comparison allows for the selection of the best model among a collection of candidate models. Two of the most common approaches are (i) Akaike Information Criterion (AIC), which selects the model that minimizes mean squared error, and (ii) Bayesian Information Criterion (BIC), which selects the model that maximizes log-likelihood (or minimizes negative log-likelihood) (Vrieze, 2012; Neath & Cavanaugh, 2012, 2). The interested reader is encouraged to refer to a review by Burnham & Anderson for an in-depth discussion on model selection (Burnham & Anderson, 2004).

**Additional resources.** The literature is rich with best practices for computational modeling and Bayesian parameter estimation. We provide a few that we believe will paint a useful picture of these concepts in concert with this tutorial. Wilson & Collins put together a great guide for those interested in modeling behavioral data (Wilson & Collins, 2019), and Zhang et al discuss the important pitfalls and best practices of using RL models to the fields of social, cognitive and affective neuroscience (Zhang, Lengersdorff, Mikus, Gläsch, & Lamm, 2020). In addition to computational modeling, an overview of Bayesian statistics for parameter estimation is intuitively presented in this primer (van de Schoot et al., 2021). Tutorials and software packages are becoming invaluable assets for practical learning of computational modeling of behavioral data. Ahn et al. have created a compendium of computational modeling functions for a wide-array of behavioral tasks (Ahn, Haines, & Zhang, 2017). Also, check out Nathaniel Haine’s post on parameter esti-

Conclusion

Modeling cognitive processes using behavioral data can provide researchers with an avenue to deeply understand the brain, which could lead to a better understanding of the mechanisms underlying behavioral differences. Therefore, it is important to educate researchers in this field with such computational approaches. This tutorial was written to elucidate the implementation of (1) a traditional reinforcement learning model to model behavior and (2) parameter estimation methods to recover behavior. We exhort more scientists to leverage these computational tools for estimating unknown parameters in behavioral models to obtain interesting behavioral insights and advance behavioral research.
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Appendix A: Code to simulate, visualize, and estimate two-choice behavior

Listing 1. R code to simulate two-choice behavior.

Usage:
# Function to simulate two-choice data with default values
simulate_twochoiceRL <- function(seed_value = 528,  
n_subj = 100,  
n_tr = 200,  
mean_x = c(1,0),  
stdev_x = c(1,1),  
mean_payoff = c(1,-1),  
stdev_payoff = c(2,2),  
trials_unique = TRUE,  
progress_bar = TRUE) {  
  # start simulation
  twochoiceRL_data <- list()  
  # set seed value for replication  
  set.seed(seed_value)  
  # randomly generate values  
  x1 <- rnorm(n_subj,mean_x[1],stdev_x[1])  
  x2 <- rnorm(n_subj,mean_x[2],stdev_x[2])  
  # re-parameterize model parameters  
  beta <- exp(x1) # choice randomness  
  alpha <- 1/(1+exp(-x2)) # learning rate  
  # create progress bar if user specified  
  if (progress_bar == TRUE) {  
    # initialize list for storing data for all subjects  
    for (i in 1:n_subj) {  
      # simulate model parameters  
      payoff <- rnorm(1,mean_payoff[i],stdev_payoff[i])  
      choice <- rbinom(1,1,beta[i])  
      # create data frame for each subject  
      data <- data.frame(subject = i, payoff, choice)  
      twochoiceRL_data[[i]] <- data  
    }  
  }  
  return(twochoiceRL_data)  
}
pb <- txtProgressBar(min = 0, max = data$subjects, style = 3)
}

# simulate trial-by-trial data for all subjects
for (i in 1:n_subj){ # start loop for subjects

  # initialize expected value to zero for both choices
  Q <- c(0, 0)

  # simulate choice behavior across trials
  simulate.trials <- foreach(t=1:n_tr,
      .combine = "rbind") %do% { # start loop for trials
      
      # Mean payoff for choices 1 and 2
      mu <- c(mean_payoff[1], mean_payoff[2])

      # Standard deviation of payoff for choices 1 and 2
      sigma <- c(stdev_payoff[1], stdev_payoff[2])

      # Generate action probability using softmax
      action_prob <- softmax(beta[i]*Q)

      # Use action probability to sample participant action
      action <- sample(c(1,2), size = 1, prob = action_prob)

      # Generate reward based on action
      reward <- rnorm(1, mean = mu[action], sd = sigma[action])

      # Q-learning
      Q[action] <- Q[action] + alpha[i] * (reward - Q[action])

  # Save data
  df <- data.frame(Trial = rep(t, 2), # trial number
      Value = Q, # expected value
      Pr = action_prob, # choice probability
      Option = paste(1:2), # presented stimuli
      Action = rep(action, 2), # chosen stimuli
      Reward = rep(reward, 2)) # reward received

  if (trials_unique == TRUE){
    # only keep the trials where option was selected
    df[which(df$Option == df$Action),]
  } else {
    # keep all trials for plotting purposes
    df
  }
}

# end loop for trials

# store trial-by-trial data for each subject
twochoiceRL_data[[i]] <- simulate.trials
# load progress bar with loop index i
if (progress_bar == TRUE){
    Sys.sleep(0.1)
    setTxtProgressBar(pb, i)
}

} # End for loop for subjects

# close progress bar
if (progress_bar == TRUE){
    close(pb)
}

# return list with the data, number of subjects, true x1/x2 values
MyList <- list("twochoiceRL" = twochoiceRL_data,
"subjects" = n_subj,
"x1" = x1,
"x2" = x2)
return(MyList)

} # end simulation

Listing 2. R code to visualize two-choice behavior.

Usage:
# Saving simulated data for plotting purpose
data <- simulate_twochoiceRL(trials_unique = FALSE)

# Function to plot two-choice data with default values
plot_twochoiceRL(data = data,
subj = 100,
colors = c("orange","purple"),
plot_type = "static")

Source code:

plot_twochoiceRL <- function(data = NULL,
    subj = 100,
    colors = c("orange","purple"),
    plot_type = "static") {
    # start plotting

    if (plot_type == "static"){
        # start static plot

        # Plot expected value across trials
        g1 <- ggplot(data$data$twochoiceRL[[subj]],
            aes(x=data$data$twochoiceRL[[subj]]$Trial,
                y=data$data$twochoiceRL[[subj]]$Value,
                fill=data$data$twochoiceRL[[subj]]$Option)) +
            geom_point() + geom_smooth() +
            xlab("Trial number") + ylab("Expected value") +
            scale_fill_manual(name = "Machine",
                labels = c("A","B"),

            )
```
values = c(colors[1],colors[2]))

# Plot choice probability across trials
g2 <- ggplot(data$twochoiceRL[[subj]],
aes(x=data$twochoiceRL[[subj]]$Trial,
y=data$twochoiceRL[[subj]]$Pr,
    fill=data$twochoiceRL[[subj]]$Option)) +
geom_point() + geom_smooth() +
xlab("Trial number") + ylab("Choice probability") +
scale_fill_manual(name = "Machine",
    labels = c("A", "B"),
    values = c(colors[1],colors[2]))

# arrange plots
plot <- ggarrange(g1,g2,
    ncol=2,nrow=1,
    common.legend = TRUE,
    legend = 'bottom')

return(plot)
}

if (plot_type == "animate") {
    # Start animation plot

    # Plot choice probability across trials
    plot <- ggplot(data = data$twochoiceRL[[subj]],
        aes(x = data$twochoiceRL[[subj]]$Trial,
            y = data$twochoiceRL[[subj]]$Pr,
            color = data$twochoiceRL[[subj]]$Option)) +
        geom_point(aes(group = seq_along(data$twochoiceRL[[subj]]$Trial)),
            size = 4,
            alpha = 0.7) +
        geom_line(aes(lty = data$twochoiceRL[[subj]]$Option),
            alpha = 0.6) +
        labs(y = "Choice probability",
            x = "Trial",
            title = "") +
        scale_linetype_manual(name = "",
            labels = c("A", "B"),
            values = c("solid", "solid"),
            guide = FALSE) +
        scale_color_manual(name = "Machine",
            labels = c("A", "B"),
            values = c(colors[1],colors[2]))

    ## Animated Plot

    animate.plot <- plot +
        transition_reveal(along = data$twochoiceRL[[subj]]$Trial)

    return(animate.plot)
}

} # End animation plot

} # End plotting
Listing 3. R code to estimate two-choice behavior.

Usage:

# Saving simulated data for estimating purpose
data <- simulate_twochoiceRL(trials_unique = TRUE)

# Function to estimate two-choice behavior with default values
estimate_twochoiceRL(seed_value = 528,
data = NULL,
method = "mle",
nRes = 5,
tr_rad = c(1,5),
prior_mean = c(NULL,NULL),
prior_sd = c(NULL,NULL),
plot = FALSE,
progress_bar = TRUE)

Source code:

```
1 estimate_twochoiceRL <- function(seed_value = 528,
2       data = NULL,
3       method = "mle",
4       nRes = 5,
5       tr_rad = c(1,5),
6       prior_mean = c(NULL,NULL),
7       prior_sd = c(NULL,NULL),
8       plot = FALSE,
9       progress_bar = TRUE) { # start estimation
10     # ensures replication of result - the rnorm() function
11     # used in the next few lines will result in the same
12     # sequence of random numbers for the specified seed
13     set.seed(seed_value)
14
15     # if specified estimation method is MLE, then run MLE
16     if (method == "mle") {
17         # randomly generate initial guesses for parameters
18         init_x1 <- rnorm(data$subjects,0,5)
19         init_x2 <- rnorm(data$subjects,0,5)
20
21         # perform MLE
22         mle_data <- mle_twochoiceRL(
23             data = data, # simulated task data
24             param = list(init_x1,init_x2), # initial guesses for parameters
25             fn = "mle.objectiveFunction", # likelihood function being minimized
26             opt = "TRM", # trust-region optimization method
27             radius = c(tr_rad[1],tr_rad[2]), # initial and max allowed radius
28             nRes = nRes, # random restarts
29             progress_bar = progress_bar) # track completion time of estimation
30
31         # save mle results
32         x1_hat <- mle_data[[2]] # estimates of x1
```

```
x2_hat <- mle_data[[3]]  # estimates of x2

# store true and estimated parameters
x1 <- data$x1
x2 <- data$x2

df <- data.frame(x1,
                 x2,
                 x1_hat,
                 x2_hat)

# mle function output
results <- list(value = df,
                 bias_x1 = bias(x1,x1_hat),
                 bias_x2 = bias(x2,x2_hat),
                 rmse_x1 = rmse(x1,x1_hat),
                 rmse_x2 = rmse(x2,x2_hat),
                 corr_x1 = cor(x1,x1_hat),
                 corr_x2 = cor(x2,x2_hat))

# if user doesn’t want to see the plot, then only return results
if (plot == FALSE){
  return(results)
}
else {

  # generate plot 1
  p1 <- ggplot(df,
               aes(x=x1,y=x1_hat)) +
    geom_point() +
    geom_smooth(method = "lm", se = FALSE) +
    coord_cartesian(xlim=c(min(x1,x1_hat),
                        max(x1,x1_hat)),
                    ylim=c(min(x1,x1_hat),
                        max(x1,x1_hat))) +
    labs(x = expression("x"[1]),
         y = expression(hat(x)[1])) +
    theme(#axis.title.y = element_blank(),
         #axis.title.x = element_blank(),
         #axis.text = element_blank(),
         panel.background = element_rect(),
         panel.grid.major = element_line(size=1),
         panel.grid.minor = element_line(size=1),
         axis.ticks = element_line(colour="black",
                      size = 1.5),
         panel.border = element_rect(colour = "black",
                        fill = NA,
                        size = 2.5),
         legend.text = element_blank(),
         legend.position = "none",
         aspect.ratio = 1) +
    annotate("label",}
label = paste("bias =", round(bias(x1, x1_hat),3), "\n",
"rmse =", round(rmse(x1, x1_hat),3),"\n",
"r =", round(cor(x1, x1_hat,
  method = "pearson"),3)),
  x=max(x1), # adjust position based on plot
  y=min(x1_hat)+1, # adjust position based on plot
  size=4) +

# add reference line
geom_abline(intercept = 0, slope = 1,
  linetype = "dashed",
  size = 1,
  color = "red")

# generate plot 2
p2 <- ggplot(df,
  aes(x=x2,y=x2_hat)) +
  geom_point() +
  geom_smooth(method = "lm", se = FALSE) +
  coord_cartesian(xlim=c(min(x2,x2_hat),
    max(x2,x2_hat)),
  ylim=c(min(x2,x2_hat),
    max(x2,x2_hat))) +
  labs(x = expression("x"[2]),
       y = expression(hat(x)[2])) +
  theme(#axis.title.y = element_blank(),
        #axis.title.x = element_blank(),
        #axis.text = element_blank(),
        panel.background = element_rect(),
        panel.grid.major = element_line(size=1),
        panel.grid.minor = element_line(size=1),
        axis.ticks = element_line(colour="black",
                                   size = 1.5),
        panel.border = element_rect(colour = "black",
                                    fill = NA,
                                    size = 2.5),
        legend.text = element_blank(),
        legend.position = "none",
        aspect.ratio = 1) +
  annotate("label",
            label = paste("bias =", round(bias(x2, x2_hat),3), "\n",
                          "rmse =", round(rmse(x2, x2_hat),3),"\n",
                          "r =", round(cor(x2, x2_hat,
                            method = "pearson"),3)),
            x=max(x2), # adjust position based on plot
            y=min(x2_hat)+1, # adjust position based on plot
            size=4) +

# add reference line
geom_abline(intercept = 0, slope = 1,
            linetype = "dashed",
            size = 1,
color = "red")

# combine plots
plot <- ggarrange(p1,p2,
                  ncol = 2, nrow = 1,
                  common.legend = TRUE,
                  legend = 'bottom')

# return MLE estimation values and plot
return(list(results, p1, p2, plot))

} else if (method == "map"){ # if MAP specified, run MAP

# randomly generate initial guesses for parameters
init_x1 <- rnorm(data$subjects,0,5)
init_x2 <- rnorm(data$subjects,0,5)

# use default priors if no prior information is specified
if (is.null(prior_mean) == TRUE && is.null(prior_sd) == TRUE){
  message("MAP requires specification of initial priors;
          defaulting to prior_mean = c(0,0) and prior_sd = c(5,5)")

  # initialize priors for parameters
  m1 = 0
  s1 = 5
  m2 = 0
  s2 = 5
} else {
  # initialize priors for parameters
  m1 = prior_mean[1]
  s1 = prior_sd[1]
  m2 = prior_mean[2]
  s2 = prior_sd[2]
}

map_data <- map_twochoiceRL(
  data = data, # simulated task data
  param = list(init_x1,init_x2), # initial guesses for parameters
  prior_mean = c(m1,m2), # initial prior means
  prior_sd = c(s1,s2), # initial prior standard deviation
  fn = "map.objectiveFunction", # likelihood function being minimized
  opt = "TRM", # trust-region optimization method
  radius = c(tr_rad[1],tr_rad[2]), # initial and max allowed radius
  nRes = nRes, # random restarts
  progress_bar = progress_bar) # track completion time of estimation

# save map results
x1_hat <- map_data[[2]] # estimates of x1
x2_hat <- map_data[[3]] # estimates of x2

# store true and estimated parameters
```r
x1 <- data$x1
dx2 <- data$x2
df <- data.frame(x1,
                 x2,
                 x1_hat,
                 x2_hat)

# map function output
results <- list(value = df,
                 bias_x1 = bias(x1,x1_hat),
                 bias_x2 = bias(x2,x2_hat),
                 rmse_x1 = rmse(x1,x1_hat),
                 rmse_x2 = rmse(x2,x2_hat),
                 corr_x1 = cor(x1,x1_hat),
                 corr_x2 = cor(x2,x2_hat))

if (plot == FALSE){
  return(results)
}
else {
  # generate plot 1
  p1 <- ggplot(df,
               aes(x=x1,y=x1_hat)) +
       geom_point() +
       geom_smooth(method = "lm", se = FALSE) +
       coord_cartesian(xlim=c(min(x1,x1_hat),
                            max(x1,x1_hat)),
                      ylim=c(min(x1,x1_hat),
                            max(x1,x1_hat))) +
       labs(x = expression("x"[1]),
            y = expression(hat("x"))[1])) +
       theme(#axis.title.y = element_blank(),
             #axis.title.x = element_blank(),
             #axis.text = element_blank(),
             panel.background = element_rect(),
             panel.grid.major = element_line(size=1),
             panel.grid.minor = element_line(size=1),
             axis.ticks = element_line(colour="black", size = 1.5),
             panel.border = element_rect(colour = "black",
                                         fill = NA,
                                         size = 2.5),
             legend.text = element_blank(),
             legend.position = "none",
             aspect.ratio = 1) +
       annotate("label",
                 label = paste("bias =", round(bias(x1,x1_hat),3), ", \\
                              "rmse =", round(rmse(x1,x1_hat),3), \\
                              "r =", round(cor(x1, x1_hat,
                                 method = "pearson"),3)),
                 x=max(x1))  # adjust position based on plot
```
```r
y = min(x1_hat) + 1, # adjust position based on plot
    size=4) +
    # add reference line
    geom_abline(intercept = 0, slope = 1,
                 linetype = "dashed",
                 size = 1,
                 color = "red")

# generate plot 2
p2 <- ggplot(df,
             aes(x=x2,y=x2_hat)) +
    geom_point() +
    geom_smooth(method = "lm", se = FALSE) +
    coord_cartesian(xlim=c(min(x2,x2_hat),
                        max(x2,x2_hat)),
                   ylim=c(min(x2,x2_hat),
                        max(x2,x2_hat))) +
    labs(x = expression("x"[2]),
         y = expression(hat(x)[2])) +
    theme(#axis.title.y = element_blank(),
          #axis.title.x = element_blank(),
          #axis.text = element_blank(),
          panel.background = element_rect(),
          panel.grid.major = element_line(size=1),
          panel.grid.minor = element_line(size=1),
          axis.ticks = element_line(colour="black", size = 1.5),
          panel.border = element_rect(colour = "black",
                                       fill = NA,
                                       size = 2.5),
          legend.text = element_blank(),
          legend.position = "none",
          aspect.ratio = 1) +
    annotate("label",
              label = paste("bias =", round(bias(x2, x2_hat),3),"\n",
                            "rmse =", round(rmse(x2, x2_hat),3),"\n",
                            "r =", round(cor(x2, x2_hat,
                              method = "pearson"),3)),
              x=max(x2),
              y=min(x2_hat)+1,
              size=4) +
    # add reference line
    geom_abline(intercept = 0, slope = 1,
                 linetype = "dashed",
                 size = 1,
                 color = "red")

# combine plots
plot <- ggarrange(p1,p2,
                 ncol = 2, nrow = 1,
                 common.legend = TRUE,
                 legend = 'bottom')
```
# return MAP estimation values and plot
return(list(results, p1, p2, plot))

} else if (method == "eml") {
    d <- numeric() # store difference of log-likelihood b/w iterations
    diff = 10000 # set large likelihood value difference for convergence
    prev = Inf # initialize previous log-likelihood value
    iter = 1 # initial iteration of E-M step

    # initialize variable to store posterior hyperparameters
    posterior_hyperparameters <- list()

    # Perform E-M step with Laplace Approximation
    while(diff > 0.001){ # start E-M procedure
        # generate initial guesses for iterations
        if (iter == 1){ # first iteration, generate guesses randomly
            init_x1 <- rnorm(data$subjects,0,5)
            init_x2 <- rnorm(data$subjects,0,5)
        }

        # use default priors if no prior information is specified
        if (is.null(prior_mean) == TRUE && is.null(prior_sd) == TRUE){
            message("EML requires specification of initial prior;
            defaulting to prior_mean = c(0,0) and prior_sd = c(5,5)"
        }

        # initialize priors for parameters
        m1 = 0
        s1 = 5
        m2 = 0
        s2 = 5
    } else {
        # initialize priors for parameters
        m1 = prior_mean[1]
        s1 = prior_sd[1]
        m2 = prior_mean[2]
        s2 = prior_sd[2]
    }

    # successive iterations, use previous iterations MAP
    init_x1 <- eml_data[[2]]
    init_x2 <- eml_data[[3]]
    m1 <- m1_laplace
    s1 <- s1_laplace
    m2 <- m2_laplace
    s2 <- s2_laplace

    # Run E-step
    eml_data <- eml_twochoiceRL(
        data = data,          # simulated task data
param = list(init_x1, init_x2), # initial guesses for parameters
prior_mean = c(m1, m2),     # initial prior means
prior_sd = c(s1, s2),       # initial prior standard deviations
fn = "eml.objectiveFunction",  # likelihood function being minimized
opt = "TRM",               # trust-region optimization method
radius = c(tr_rad[1], tr_rad[2]), # initial and max allowed radius
nRes = nRes,              # random restarts
iter = iter,              # iteration number
eml_data = eml_data,      # previous 'iterations output
progress_bar = progress_bar)  # track completion time of estimation

# calculate difference in log-likelihood for convergence
diff <- abs(eml_data[[1]] - prev)
d[iter] <- diff
prev <- eml_data[[1]]

# print output in R console
print(paste("iter", iter, ":",
            "LL =", round(eml_data[[1]], 3), ",",
            "diff =", round(diff, 3), ",",
            "(m1, m2, s1, s2) =", ", ("_round(m1, 3), ",",
            round(m2, 3), ",",
            round(s1, 3), ",",
            round(s2, 3), ")")
print("------------------------------------------------------------")

# store posterior hyperparameters
posterior_hyperparameters[[iter]] <- c(iter, m1, m2, s1, s2)

# Run M-step with Laplace approximation: update hyperparameters
m1_laplace <- mean(eml_data[[2]])
s1_laplace <- sqrt(sum((eml_data[[2]]^2) + (eml_data[[4]]) - (2*eml_data[[2]]*m1) + (rep(m1^2, data$subjects)/(data$subjects-1)))

m2_laplace <- mean(eml_data[[3]])
s2_laplace <- sqrt(sum((eml_data[[3]]^2) + (eml_data[[5]]) - (2*eml_data[[3]]*m2) + (rep(m2^2, data$subjects))/(data$subjects-1)))

# iterate
iter = iter + 1

} # end E-M procedure

# save eml results
x1_hat <- eml_data[[2]] # estimates of x1
x2_hat <- eml_data[[3]] # estimates of x2

# store true and estimated parameters
x1 <- data$x1
x2 <- data$x2
df <- data.frame(x1, x2, x1_hat, x2_hat)

posterior_hyperparam_vals <- as.data.frame(matrix(unlist(posterior_hyperparameters), length(posterior_hyperparameters), 5, byrow = TRUE))
colnames(posterior_hyperparam_vals) <- c("iter","m1","m2","s1","s2")

# eml function output
results <- list(value = df, bias_x1 = bias(x1,x1_hat), bias_x2 = bias(x2,x2_hat), rmse_x1 = rmse(x1,x1_hat), rmse_x2 = rmse(x2,x2_hat), corr_x1 = cor(x1,x1_hat), corr_x2 = cor(x2,x2_hat), posterior_vals = posterior_hyperparam_vals)

# generate Gaussian density from posterior hyperparameters
post_hyper_param <- results$posterior_vals

# x1
post_hyper_param_x1 <- data.frame(mean = post_hyper_param$m1, stdev = post_hyper_param$s1, iter = paste0("Iter_",sprintf("%02.0f",1:nrow(post_hyper_param))), stringsAsFactors = F)

# x2
post_hyper_param_x2 <- data.frame(mean = post_hyper_param$m2, stdev = post_hyper_param$s2, iter = paste0("Iter_",sprintf("%02.0f",1:nrow(post_hyper_param))), stringsAsFactors = F)

# points at which to evaluate the Gaussian densities
x1_eval <- seq(-10,10, by = 0.01) # adjust to cover the range
x2_eval <- seq(-10,10, by = 0.01) # adjust to cover the range

# compute Gaussian densities based on means and standard deviations
pdf_x1 <- mapply(dnorm, mean = post_hyper_param_x1$mean, sd = post_hyper_param_x1$stdev, MoreArgs = list(x = x1_eval), SIMPLIFY = FALSE)

pdf_x2 <- mapply(dnorm,
mean = post_hyper_param_x2$mean,
 sd = post_hyper_param_x2$stdev,
MoreArgs = list(x = x2_eval),
SIMPLIFY = FALSE)

# add group names
names(pdf_x1) <- post_hyper_param_x1$iter
names(pdf_x2) <- post_hyper_param_x2$iter

# convert list to dataframe
pdf_x1 <- do.call(cbind.data.frame, pdf_x1)
pdf_x1$x1_eval <- x1_eval
pdf_x2 <- do.call(cbind.data.frame, pdf_x2)
pdf_x2$x2_eval <- x2_eval

# convert dataframe to long format
x1_long <- gather(pdf_x1, iter, density, -x1_eval)
x2_long <- gather(pdf_x2, iter, density, -x2_eval)

if (plot == FALSE) {
  return(results)
}
else {

  # generate plot 1
  p1 <- ggplot(df,

    aes(x=x1,y=x1_hat)) +
  geom_point() +
  geom_smooth(method = "lm", se = FALSE) +
  coord_cartesian(xlim=c(min(x1,x1_hat),
                       max(x1,x1_hat)),
    ylim=c(min(x1,x1_hat),
                       max(x1,x1_hat))) +
  labs(x = expression("x"[1]),
    y = expression(hat(x)[1])) +
  theme(#axis.title.y = element_blank(),
    #axis.title.x = element_blank(),
    #axis.text = element_blank(),
    panel.background = element_rect(),
    panel.grid.major = element_line(size=1),
    panel.grid.minor = element_line(size=1),
    axis.ticks = element_line(colour="black", size = 1.5),
    panel.border = element_rect(colour = "black",
                       fill = NA,
                       size = 2.5),
    legend.text = element_blank(),
    legend.position = "none",
    aspect.ratio = 1) +
  annotate("label",
    label = paste("bias =", round(bias(x1,x1_hat),3), "\n",
                        "rmse =", round(rmse(x1,x1_hat),3),"\n"),
"r =", round(cor(x1,x1_hat, method = "pearson"),3)),

x=max(x1)-1,
y=min(x1_hat)+0.5,
size=4) +
  # add reference line
  geom_abline(intercept = 0, slope = 1,
               linetype = "dashed",
               size = 1,
               color = "red")

# generate plot 2
p2 <- ggplot(df,
  aes(x=x2,y=x2_hat)) +
  geom_point() +
  geom_smooth(method = "lm", se = FALSE) +
  coord_cartesian(xlim=c(min(x2,x2_hat),
                      max(x2,x2_hat)),
                ylim=c(min(x2,x2_hat),
                      max(x2,x2_hat))) +
  labs(x = expression("x"[2]),
       y = expression(hat(x)[2])) +
  theme(#axis.title.y = element_blank(),
        #axis.title.x = element_blank(),
        #axis.text = element_blank(),
        panel.background = element_rect(),
        panel.grid.major = element_line(size=1),
        panel.grid.minor = element_line(size=1),
        axis.ticks = element_line(colour="black", size = 1.5),
        panel.border = element_rect(colour = "black",
                                    fill = NA,
                                    size = 2.5),
        legend.text = element_blank(),
        legend.position = "none",
        aspect.ratio = 1) +
  annotate("label",
    label = paste("bias =", round(bias(x2, x2_hat),3),"\n",
                  "rmse =", round(rmse(x2, x2_hat),3),"\n",
                  "r =", round(cor(x2, x2_hat, method = "pearson"),3)),
                  x=max(x2)-1,
                  y=min(x2_hat)+0.5,
                  size=4) +
  # add reference line
  geom_abline(intercept = 0, slope = 1,
               linetype = "dashed",
               size = 1,
               color = "red")

# combine plots
plot <- ggarrange(p1,p2,
  ncol = 2, nrow = 1,
# posterior hyperparameter joy plot (x1)

```r
ggjoy_x1 <- ggplot(x1_long, 
  aes(x = x1_eval, y = factor(iter),
       height = density, fill = factor(iter))) + 
  geom_density_ridges(stat="identity", 
       alpha = 0.5, color = "white") + 
  theme(axis.title.y = element_blank(),
       axis.title.x = element_blank(),
       axis.text = element_blank(),
       panel.background = element_rect(),
       panel.grid.major = element_line(size=1),
       panel.grid.minor = element_line(size=1),
       axis.ticks = element_line(colour="black", size = 1.5),
       panel.border = element_rect(colour = "black", fill = NA, size = 1.5),
       #legend.text = element_blank(),
       legend.position = "none",
       aspect.ratio = 1) + 
  labs(x = "x1", y = "Iteration")
```

# posterior hyperparameter joy plot (x2)

```r
ggjoy_x2 <- ggplot(x2_long, 
  aes(x = x2_eval, y = factor(iter),
       height = density, fill = factor(iter))) + 
  geom_density_ridges(stat="identity", 
       alpha = 0.5, color = "white") + 
  theme(axis.title.y = element_blank(),
       axis.title.x = element_blank(),
       axis.text = element_blank(),
       panel.background = element_rect(),
       panel.grid.major = element_line(size=1),
       panel.grid.minor = element_line(size=1),
       axis.ticks = element_line(colour="black", size = 1.5),
       panel.border = element_rect(colour = "black", fill = NA, size = 1.5),
       #legend.text = element_blank(),
       legend.position = "none",
       aspect.ratio = 1) + 
  labs(x = "x2", y = "Iteration")
```

# animated joy plot (x1)

```r
ggjoy_x1_anim <- ggjoy_x1 + 
  transition_states(factor(iter), transition_length = 1, 
       state_length = 1) + shadow_mark()
```

# animated joy plot (x2)

```r
ggjoy_x2_anim <- ggjoy_x2 + 
  transition_states(factor(iter), transition_length = 1, 
       state_length = 1) + shadow_mark()
```
transition_states(factor(iter), transition_length = 1,
state_length = 1) + shadow_mark()

# return all results and plots
return(list(results,
p1, p2, plot,
ggjoy_x1, gjoy_x2, ggjoy_x1x2,
ggjoy_x1_anim, ggjoy_x2_anim))

} # end else statement for plotting EML results

} # end else if statement for EML

} # end estimation

Appendix B: Laplace-approximated posterior hyperparameters

We provide a graphical illustration of the estimated posterior hyperparameters obtained on each EML-iteration. Two possible results are shown in Figure 6: (a) where we simulate behavior using parameters sampled from a normal distribution with \((\mu_1, \sigma_1) = (1, 1)\) and \((\mu_2, \sigma_2) = (0, 1)\) for \(x_1\) and \(x_2\), respectively, and estimate our parameters – which generated our simulated behavior - with priors sampled from a normal distribution with \((m_{1(2)}, s_{1(2)}) = (0, 5)\) for both parameters, while (b) we simulate behavior using parameters sampled from the same normal distribution for each parameter as in (a), but now estimate our parameters with relatively wide priors sampled from a normal distribution with \((m_1, s_1) = (10, 5)\) and \((m_2, s_2) = (3.5, 1.5)\) for \(x_1\) and \(x_2\), respectively. In both cases, we see convergence of the posterior hyperparameters to the distribution we had used to simulate behavior, highlighting the performance of the EML method in closely recovering our behavioral parameters.

# Simulate data
data_sim <- simulate_twochoiceRL(mean_x = c(\(\mu_1, \mu_2\),
stdev_x = c(\(\sigma_1, \sigma_2\) )

# Estimate data
estimate_twochoiceRL(data = data_sim, method = "eml",
prior_mean = c(m_1, m_2),
prior_sd = c(s_1, s_2),
plot = TRUE)
Appendix C: Softmax to turn numbers into probabilities

The softmax function is known for modeling an individual’s choice among a set of choices. In the classic two-armed bandit task, we have some expectation (or evidence), $\mathbf{Q} = \{Q_A, Q_B\}$, that an individual will choose a particular machine: $\mathbf{M} = \{M_A, M_B\}$ with some probability. Larger values for $\mathbf{Q}$ indicate higher expectation (or more evidence) that a particular chosen machine will maximize reward. So, we need to convert these expectations into choice probabilities for each machine.

In laymen terms, the softmax can simply be thought of as a way to convert numbers into probabilities. It divides each element of $\mathbf{Q}$ by the sum of all its elements:

$$P(M) = \frac{e^{\beta\mathbf{Q}}}{\sum e^{\beta\mathbf{Q}}} \hspace{1cm} \text{(C.1)}$$

where $\mathbf{Q}$ represents a row vector, $[Q_A, Q_B]$, containing the expected values for machine A and machine B. Therefore, $\beta\mathbf{Q}$ represents the scaled vector, $[\beta Q_A, \beta Q_B]$, where $\beta$ acts to scale the impact of the choice probability of a machine, $P(M)$.

It may not be intuitive now, but if we code the softmax just as (C.1) we will run into issues of numerical instability. We know that $\beta$ ranges from $[0, \infty)$ so there is a possibility for $\beta$ to be large and increasingly scale $\mathbf{Q}$ which would result in a very large exponential value ($e^{10000} = \infty$), and we want values between $[0,1]$ as per the definition of probability.

Fortunately, the softmax identity trick (Goodfellow, Bengio & Courville, 2016) - subtract the maximum value from each element - will avoid this numerical instability:

$$P(M) = \frac{e^{\vec{x}}}{\sum e^{\vec{x}}} = \frac{\prod_{i} e^{x_i}}{\prod_{i} e^{\max(x)}} = \frac{\prod_{i} e^{x_i}}{\sum_{i} e^{\max(x)}} = \frac{e^{\vec{x}}}{e^{\max(x)}} \cdot \frac{e^{\max(x)}}{\sum_{i} e^{x_i}} = \frac{e^{\vec{x}}}{\sum_{i} e^{x_i}}$$

(softmax identity)

$$(e^{a-b} = \frac{e^a}{e^b})$$

(invert and multiply)

$$(\text{simplify})$$

This demonstrates that we can preserve the original softmax function while overcoming numerical instability.
Appendix D: Log-likelihood, Gradient and Hessian derivations

Introduction. Let us revisit our model with two parameters - inverse temperature, $\beta$, and learning rate $\alpha$ - that we aim to estimate. We know that the domain of these model parameters are $[0, \infty]$ and $[0,1]$, respectively. However, given an unconstrained optimization approach (i.e., trust region), we need to perform our estimation on unconstrained parameters. Thus, our motivation behind reparameterization of parameters using $x_1$ and $x_2$:

\begin{align*}
\beta &= e^{x_1} \quad \text{(D.1)} \\
\alpha &= \frac{1}{1 + e^{-x_2}} \quad \text{(D.2)}
\end{align*}

This reparameterization allows our parameters $-x_1$ and $x_2$ to have an unconstrained domain of $[-\infty, \infty]$ while preserving the appropriate domains of $\beta$ and $\alpha$. We now introduce the softmax choice function and Q-learning rule formula for choosing either arm A or arm B of a slot machine:

\begin{align*}
P(A) &= \frac{e^{Q_A}}{e^{Q_A} + e^{Q_B}} \quad \text{(D.3)} \\
Q_{A_t} &= Q_{A_{t-1}} + \alpha(r_{t-1} - Q_{A_{t-1}}) \quad \text{(D.4)} \\
P(B) &= \frac{e^{Q_B}}{e^{Q_A} + e^{Q_B}} \quad \text{(D.5)} \\
Q_{B_t} &= Q_{B_{t-1}} + \alpha(r_{t-1} - Q_{B_{t-1}}) \quad \text{(D.6)}
\end{align*}

where $\beta$ and $\alpha$ have been reparameterized and $Q_1 = \beta Q_A$ and $Q_2 = \beta Q_B$. Equations (D.3) and (D.4) represent the softmax choice function and Q-learning rule for a participants’ choice of arm A, respectively. Likewise, equations (D.5) and (D.6) represent the choice of arm B. For the purpose of explaining the remaining derivations, we will perform the derivations on the basis of a particular choice by a participant (i.e., the probability of choosing arm A). This means we will focus on equations (D.3) and (D.4). Let’s begin by algebraically converting equation (D.4) into one indexed by 1 (for choosing arm A):

\begin{align*}
Q_{A_t} &= Q_{A_{t-1}} + \alpha(r_{t-1} - Q_{A_{t-1}}) \quad \text{(from equation 4)} \\
\beta Q_{A_t} &= \beta Q_{A_{t-1}} + \alpha(\beta r_{t-1} - \beta Q_{A_{t-1}}) \quad \text{(multiply by $\beta$)} \\
Q_{1_t} &= Q_{1_{t-1}} + \alpha(\beta r_{t-1} - Q_{1_{t-1}}) \quad \text{($Q_1 = \beta Q_A$)}
\end{align*}

Hence,

\begin{align*}
Q_{1_t} &= Q_{1_{t-1}} + \alpha(\beta r_{t-1} - Q_{1_{t-1}}) \quad \text{(D.7)}
\end{align*}

Log-likelihood. Now that we have setup the general model we can begin performing our derivations. We will first start with the derivation of the log-likelihood ($LL$) of equation (D.3):

\begin{align*}
P(A) &= \frac{e^{Q_A}}{e^{Q_A} + e^{Q_B}} \quad \text{(from equation 3)} \\
\log(P(A)) &= \log\left(\frac{e^{Q_A}}{e^{Q_A} + e^{Q_B}}\right) \quad \text{(log both sides)} \\
&= \log(e^{Q_A}) - \log(e^{Q_A} + e^{Q_B}) \quad \text{(log quotient rule)} \\
&= Q_1 - \log(e^{Q_A} + e^{Q_B}) \quad \text{($\log(e^x) = x$)}
\end{align*}

Thus,

\begin{align*}
LL &= \log(P(A)) = Q_1 - \log(e^{Q_A} + e^{Q_B}) \quad \text{(D.8)}
\end{align*}
Gradient. Given our log-likelihood, we are ready to compute the gradient of the $LL$ with respect to each of our parameters - $x_1$ and $x_2$ - as symbolized by $\frac{\partial LL}{\partial x_1}$ and $\frac{\partial LL}{\partial x_2}$, respectively:

Starting with $\frac{\partial LL}{\partial x_1}$:

$$LL = Q_1 - \log(e^{Q_1} + e^{Q_2})$$

(from equation 8)

$$\frac{\partial LL}{\partial x_1} = \frac{\partial Q_1}{\partial x_1} - \left[ \frac{1}{e^{Q_1} + e^{Q_2}} \left[ \frac{\partial Q_1}{\partial x_1} e^{Q_1} + \frac{\partial Q_2}{\partial x_1} e^{Q_2} \right] \right]$$

(partial derivative w.r.t $x_1$)

(from equation 3 and 5)

from which we get

$$\frac{\partial LL}{\partial x_1} = \frac{\partial Q_1}{\partial x_1} - \left[ P(A) \frac{\partial Q_1}{\partial x_1} + P(B) \frac{\partial Q_2}{\partial x_1} \right]$$

(D.9)

Second, we need to solve for $\frac{\partial Q_1}{\partial x_1}$ in equation (D.9). To accomplish this we will refer to equation (D.7) and differentiate with respect to $x_1$:

Solving $\frac{\partial Q_1}{\partial x_1}$:

$$Q_{1_t} = Q_{1_{t-1}} + \alpha (r_{t-1} - Q_{1_{t-1}})$$

(from equation 7)

$$\frac{\partial Q_{1_t}}{\partial x_1} = \frac{\partial Q_{1_{t-1}}}{\partial x_1} + \alpha r_{t-1} \frac{\partial \beta}{\partial x_1} - \alpha \frac{\partial Q_{1_{t-1}}}{\partial x_1}$$

(partial derivative w.r.t $x_1$)

$$(1 - \alpha) \frac{\partial Q_{1_{t-1}}}{\partial x_1} + \alpha r_{t-1} \frac{\partial \beta}{\partial x_1}$$

(simplify using common factor)

Thus,

$$\frac{\partial Q_{1_t}}{\partial x_1} = (1 - \alpha) \frac{\partial Q_{1_{t-1}}}{\partial x_1} + \alpha r_{t-1} \frac{\partial \beta}{\partial x_1}$$

(D.10)

The last step needed to evaluate equation (D.9) is to evaluate the term, $\frac{\partial \beta}{\partial x_1}$, from equation (D.10):

Getting $\frac{\partial \beta}{\partial x_1}$:

$$\beta = e^{x_1}$$

(from equation 1)

$$\frac{\partial \beta}{\partial x_1} = \frac{\partial e^{x_1}}{\partial x_1}$$

(partial derivative w.r.t $x_1$)

$$= e^{x_1}$$

$$(\frac{\partial}{\partial x} e^{x}) = e^{x}$$

(from equation 1)

Consequently,

$$\frac{\partial \beta}{\partial x_1} = \beta$$

(D.11)

Finally, we expand equation (D.9) using equations (D.10) and (D.11) to obtain the gradient of the $LL$ with respect to $x_1$.

We now perform a similar derivation procedure for the gradient of the $LL$ with respect to the other parameter, $x_2$:

Starting with $\frac{\partial LL}{\partial x_2}$:

$$LL = Q_1 - \log(e^{Q_1} + e^{Q_2})$$

(from equation 8)

$$\frac{\partial LL}{\partial x_2} = \frac{\partial Q_1}{\partial x_2} - \left[ \frac{1}{e^{Q_1} + e^{Q_2}} \left[ \frac{\partial Q_1}{\partial x_2} e^{Q_1} + \frac{\partial Q_2}{\partial x_2} e^{Q_2} \right] \right]$$

(partial derivative w.r.t $x_2$)

(from equation 3 and 5)
we get

$$\frac{\partial LL}{\partial x_2} = \frac{\partial Q_1}{\partial x_2} - \left[ P(A) \frac{\partial Q_1}{\partial x_2} + P(B) \frac{\partial Q_2}{\partial x_2} \right]$$ (D.12)

To solve for $\frac{\partial Q_1}{\partial x_2}$ in equation (D.12), we will refer to equation (D.7) and differentiate with respect to $x_2$:

Solving $\frac{\partial Q_1}{\partial x_2}$,

$$Q_{1_1} = Q_{1_{1-1}} + \alpha(\beta r_{t-1} - Q_{1_{1-1}})$$ (from equation 7)

$$\frac{\partial Q_{1_1}}{\partial x_2} = \frac{\partial Q_{1_{1-1}}}{\partial x_2} + \alpha \left[ -\frac{\partial Q_{1_{1-1}}}{\partial x_2} \right] + (\beta r_{t-1} - Q_{1_{1-1}}) \frac{\partial \alpha}{\partial x_2}$$ (partial derivative w.r.t $x_2$)

$$= (1 - \alpha) \frac{\partial Q_{1_{1-1}}}{\partial x_2} + (\beta r_{t-1} - Q_{1_{1-1}}) \frac{\partial \alpha}{\partial x_2}$$ (simplify using common factor)

we obtain

$$\frac{\partial Q_{1_1}}{\partial x_2} = (1 - \alpha) \frac{\partial Q_{1_{1-1}}}{\partial x_2} + (\beta r_{t-1} - Q_{1_{1-1}}) \frac{\partial \alpha}{\partial x_2}$$ (D.13)

The last step needed to evaluate equation (D.12) is to evaluate the term, $\frac{\partial \alpha}{\partial x_2}$, from equation (D.13):

Finally, $\frac{\partial \alpha}{\partial x_2}$:

$$\alpha = \frac{1}{1 + e^{-x_2}}$$ (from equation 2)

$$= (1 + e^{-x_2})^{-1}$$ (rewritten form)

$$\frac{\partial \alpha}{\partial x_2} = -(1 + e^{-x_2})^{-2}(-e^{-x_2})$$ (partial derivative w.r.t $x_2$)

$$= (1 + e^{-x_2})^{-2}(e^{-x_2})$$ (divide by -1)

$$= (\alpha)^2(e^{-x_2})$$ (since $\alpha = (1 + e^{-x_2})^{-1}$)

$$= (\alpha)^2 \left[ \frac{1 - \alpha}{\alpha} \right]$$ (solve for $e^{-x_2}$ in equation 2)

$$= \alpha(1 - \alpha)$$ (simplify)

Consequently,

$$\frac{\partial \alpha}{\partial x_2} = \alpha(1 - \alpha)$$ (D.14)

Finally, we expand equation (D.12) using equations (D.13) and (D.14) to obtain the gradient of the $LL$ with respect to $x_2$.

**Hessian.** Now that we have completed our gradient computation, we are ready to compute the Hessian of the $LL$ with respect to each of our parameters - $x_1$ and $x_2$ - as symbolized by $\frac{\partial^2 LL}{\partial x_1^2}$, $\frac{\partial^2 LL}{\partial x_1 \partial x_2}$, $\frac{\partial^2 LL}{\partial x_2^2}$, and $\frac{\partial^2 LL}{\partial x_1 \partial x_2}$. Let us first look at our computed gradients where we replace $P(A)$ and $P(B)$ with $e^{LL}$ and $1-e^{LL}$, respectively, from equations (D.9) and (D.12) given that we focus on participants’ choice of choosing arm A:

$$\frac{\partial LL}{\partial x_1} = \frac{\partial Q_1}{\partial x_1} - \left[ e^{LL} \frac{\partial Q_1}{\partial x_1} + (1 - e^{LL}) \frac{\partial Q_2}{\partial x_1} \right]$$ (D.15)

$$\frac{\partial LL}{\partial x_2} = \frac{\partial Q_1}{\partial x_2} - \left[ e^{LL} \frac{\partial Q_1}{\partial x_2} + (1 - e^{LL}) \frac{\partial Q_2}{\partial x_2} \right]$$ (D.16)

Note that we can replace the probabilities with $e^{LL}$ because $LL = \log(P(A))$ so if we take the exponential from both sides we get $P(A) = e^{LL}$ and since $P(B) = 1 - P(A)$ we get $P(B) = 1 - e^{LL}$.

Using equations (D.15) and (D.16), we can compute the Hessians. Let us begin with the Hessian of $LL$ w.r.t $x_1$:
Solve for $\frac{\partial^2 LL}{\partial x_1}$:

\[
\frac{\partial LL}{\partial x_1} = \frac{\partial Q_1}{\partial x_1} - \left[ e_{LL} \frac{\partial Q_1}{\partial x_1} + (1 - e_{LL}) \frac{\partial Q_2}{\partial x_1} \right] \tag{from equation 15}
\]

\[
\frac{\partial^2 LL}{\partial x_1^2} = \frac{\partial^2 Q_1}{\partial x_1^2} - \left[ e_{LL} \frac{\partial^2 Q_1}{\partial x_1^2} + \frac{\partial Q_1}{\partial x_1} \left( \frac{\partial LL}{\partial x_1} e_{LL} \right) \right] - \left[ (1 - e_{LL}) \frac{\partial^2 Q_2}{\partial x_1^2} + \frac{\partial Q_2}{\partial x_1} \left( -\frac{\partial LL}{\partial x_1} e_{LL} \right) \right] \tag{second partial derivative w.r.t. x_1}
\]

resulting in

\[
\frac{\partial^2 LL}{\partial x_1^2} = \frac{\partial^2 Q_1}{\partial x_1^2} - \left[ e_{LL} \frac{\partial^2 Q_1}{\partial x_1^2} + (1 - e_{LL}) \frac{\partial^2 Q_2}{\partial x_1^2} \right] - \frac{\partial LL}{\partial x_1} e_{LL} \left( \frac{\partial Q_1}{\partial x_1} - \frac{\partial Q_2}{\partial x_1} \right) \tag{D.17}
\]

Now, we need to solve for $\frac{\partial^2 Q_1}{\partial x_1^2}$ in equation (D.17). To accomplish this we will refer to equation (D.10) and differentiate with respect to $x_1$:

Solve for $\frac{\partial^2 Q_1}{\partial x_1^2}$:

\[
\frac{\partial Q_1}{\partial x_1} = (1 - \alpha) \frac{\partial Q_{1-1}}{\partial x_1} + \alpha r_{1-1} \frac{\partial \beta}{\partial x_1} \tag{from equation 10}
\]

\[
\frac{\partial^2 Q_1}{\partial x_1^2} = (1 - \alpha) \frac{\partial^2 Q_{1-1}}{\partial x_1^2} + \alpha r_{1-1} \beta \tag{second partial derivative w.r.t. x_1}
\]

resulting in

\[
\frac{\partial^2 Q_1}{\partial x_1^2} = (1 - \alpha) \frac{\partial^2 Q_{1-1}}{\partial x_1^2} + \alpha r_{1-1} \beta \tag{D.18}
\]

Finally, we expand equation (D.17) using equation (D.22) to obtain the Hessian of the $LL$ with respect to $x_1$.

We will now derive the remaining Hessian components - $\frac{\partial^2 LL}{\partial x_1 \partial x_2}$, $\frac{\partial^2 LL}{\partial x_2 \partial x_1}$ and $\frac{\partial^2 LL}{\partial x_2^2}$.

Solve for $\frac{\partial^2 LL}{\partial x_1 \partial x_2}$:

\[
\frac{\partial^2 LL}{\partial x_1 \partial x_2} = \frac{\partial^2 Q_1}{\partial x_1 \partial x_2} - \left[ e_{LL} \frac{\partial^2 Q_1}{\partial x_1 \partial x_2} + \frac{\partial Q_1}{\partial x_1} \left( \frac{\partial LL}{\partial x_1} e_{LL} \right) \right] - \left[ (1 - e_{LL}) \frac{\partial^2 Q_2}{\partial x_1 \partial x_2} + \frac{\partial Q_2}{\partial x_1} \left( -\frac{\partial LL}{\partial x_1} e_{LL} \right) \right] \tag{partial derivative of equation 15 w.r.t. x_2}
\]

resulting in

\[
\frac{\partial^2 LL}{\partial x_1 \partial x_2} = \frac{\partial^2 Q_1}{\partial x_1 \partial x_2} - \left[ e_{LL} \frac{\partial^2 Q_1}{\partial x_1 \partial x_2} + (1 - e_{LL}) \left( \frac{\partial^2 Q_2}{\partial x_1 \partial x_2} \right) \right] - \frac{\partial LL}{\partial x_1} e_{LL} \left( \frac{\partial Q_1}{\partial x_1} - \frac{\partial Q_2}{\partial x_1} \right) \tag{D.19}
\]

Now, we need to solve for $\frac{\partial^2 Q_1}{\partial x_1 \partial x_2}$ in equation (D.19). To accomplish this we will refer to equation (D.10) and differentiate with respect to $x_2$:

\[
\frac{\partial^2 Q_1}{\partial x_2^2} = (1 - \alpha) \frac{\partial^2 Q_{1-1}}{\partial x_2^2} + \alpha r_{1-1} \beta \tag{D.22}
\]
Solve for $\frac{\partial^2 Q_1}{\partial x_1 \partial x_2}$:

\[
\frac{\partial Q_1}{\partial x_1} = (1 - \alpha) \frac{\partial Q_{1_{t-1}}}{\partial x_1} + \alpha r_{t-1} \frac{\partial \beta}{\partial x_1}
\]  
(from equation 10)

\[
\frac{\partial^2 Q_1}{\partial x_1 \partial x_2} = (1 - \alpha) \frac{\partial^2 Q_{1_{t-1}}}{\partial x_1 \partial x_2} - \frac{\partial \alpha}{\partial x_2} \left( \frac{\partial Q_{1_{t-1}}}{\partial x_1} \right) + \frac{\partial \alpha}{\partial x_2} r_{t-1} \beta
\]  
(second partial derivative w.r.t $x_2$)

\[
= (1 - \alpha) \frac{\partial^2 Q_1}{\partial x_1 \partial x_2} - (\alpha(1 - \alpha)) \frac{\partial Q_{1_{t-1}}}{\partial x_1} + (\alpha(1 - \alpha))r_{t-1} \beta
\]  
($\frac{\partial \alpha}{\partial x_2} = \alpha(1-\alpha)$)

resulting in

\[
\frac{\partial^2 Q_1}{\partial x_1 \partial x_2} = (1 - \alpha) \frac{\partial^2 Q_1}{\partial x_1 \partial x_2} - (\alpha(1 - \alpha)) \left( \frac{\partial Q_{1_{t-1}}}{\partial x_1} - r_{t-1} \beta \right)
\]  
(D.20)

Finally, we expand equation (D.19) using equation (D.20) to obtain the Hessian of the $LL$ of $x_1$ with respect to $x_2$.

Solve for $\frac{\partial^2 LL}{\partial x_2^2}$:

\[
\frac{\partial LL}{\partial x_2} = \frac{\partial Q_1}{\partial x_2} - \left[ \epsilon^{LL} \frac{\partial Q_1}{\partial x_2} + (1 - \epsilon^{LL}) \frac{\partial Q_2}{\partial x_2} \right]
\]  
(from equation 16)

\[
\frac{\partial^2 LL}{\partial x_2^2} = \frac{\partial^2 Q_1}{\partial x_2^2} - \left[ \epsilon^{LL} \frac{\partial^2 Q_1}{\partial x_2^2} + \frac{\partial Q_1}{\partial x_2} \left( \frac{\partial LL}{\partial x_2} e^{LL} \right) \right]
\]

\[
- \left[ (1 - \epsilon^{LL}) \frac{\partial^2 Q_2}{\partial x_2^2} + \frac{\partial Q_2}{\partial x_2} \left( - \frac{\partial LL}{\partial x_2} e^{LL} \right) \right]
\]  
(second partial derivative w.r.t $x_2$)

\[
= \frac{\partial^2 Q_1}{\partial x_2^2} - \left[ \epsilon^{LL} \frac{\partial^2 Q_1}{\partial x_2^2} + (1 - \epsilon^{LL}) \frac{\partial^2 Q_2}{\partial x_2^2} \right]
\]

\[
- \frac{\partial LL}{\partial x_2} e^{LL} \left( \frac{\partial Q_1}{\partial x_2} - \frac{\partial Q_2}{\partial x_2} \right)
\]  
(expand and simplify)

resulting in

\[
\frac{\partial^2 LL}{\partial x_2^2} = \frac{\partial^2 Q_1}{\partial x_2^2} - \left[ \epsilon^{LL} \frac{\partial^2 Q_1}{\partial x_2^2} + (1 - \epsilon^{LL}) \frac{\partial^2 Q_2}{\partial x_2^2} \right] - \frac{\partial LL}{\partial x_2} e^{LL} \left( \frac{\partial Q_1}{\partial x_2} - \frac{\partial Q_2}{\partial x_2} \right)
\]  
(D.21)

Now, we need to solve for $\frac{\partial^2 Q_2}{\partial x_2}$ in equation (D.21). To accomplish this we will refer to equation (D.10) and differentiate with respect to $x_2$:

Solve for $\frac{\partial^2 Q_2}{\partial x_2}$:

\[
\frac{\partial Q_2}{\partial x_2} = (1 - \alpha) \frac{\partial Q_{1_{t-1}}}{\partial x_2} + (\beta r_{t-1} - Q_{1_{t-1}}) \frac{\partial \alpha}{\partial x_2}
\]  
(from equation 13)

\[
\frac{\partial^2 Q_2}{\partial x_2^2} = (1 - \alpha) \frac{\partial^2 Q_{1_{t-1}}}{\partial x_2^2} + \left( - \frac{\partial \alpha}{\partial x_2} \right) \frac{\partial Q_{1_{t-1}}}{\partial x_2}
\]

\[
+ (\beta r_{t-1} - Q_{1_{t-1}}) \frac{\partial^2 \alpha}{\partial x_2^2} + \left( - \frac{\partial Q_{1_{t-1}}}{\partial x_2} \right) \frac{\partial \alpha}{\partial x_2}
\]  
(second partial derivative w.r.t $x_2$)

\[
= (1 - \alpha) \frac{\partial^2 Q_{1_{t-1}}}{\partial x_2^2} - 2(\alpha(1 - \alpha)) \frac{\partial Q_{1_{t-1}}}{\partial x_2}
\]

\[
+ (1 - 2\alpha) \beta r_{t-1} - Q_{1_{t-1}}
\]  
(expand and simplify)

resulting in

\[
\frac{\partial^2 Q_2}{\partial x_2^2} = (1 - \alpha) \frac{\partial^2 Q_{1_{t-1}}}{\partial x_2^2} - 2(\alpha(1 - \alpha)) \frac{\partial Q_{1_{t-1}}}{\partial x_2} + (1 - 2\alpha) \beta r_{t-1} - Q_{1_{t-1}}
\]  
(D.22)
Finally, we expand equation (D.21) using equation (D.22) to obtain the Hessian of the \( LL \) with respect to \( x_2 \).

Solve for \( \frac{\partial^2 LL}{\partial x_2 \partial x_1} \):

\[
\frac{\partial^2 LL}{\partial x_2 \partial x_1} = \frac{\partial^2 Q_1}{\partial x_2 \partial x_1} - \left[ e^{LL} \frac{\partial^2 Q_1}{\partial x_2 \partial x_1} + \frac{\partial Q_1}{\partial x_2} \left( \frac{\partial LL}{\partial x_1} e^{LL} \right) \right] - \left[ (1 - e^{LL}) \frac{\partial^2 Q_2}{\partial x_2 \partial x_1} + \frac{\partial Q_2}{\partial x_2} \left( - \frac{\partial LL}{\partial x_1} e^{LL} \right) \right]
\]

resulting in

\[
\frac{\partial^2 LL}{\partial x_2 \partial x_1} = \frac{\partial^2 Q_1}{\partial x_2 \partial x_1} - \left[ e^{LL} \frac{\partial^2 Q_1}{\partial x_2 \partial x_1} + (1 - e^{LL}) \left( \frac{\partial^2 Q_2}{\partial x_2 \partial x_1} \right) \right] - \frac{\partial LL}{\partial x_1} e^{LL} \left( \frac{\partial Q_1}{\partial x_2} \frac{\partial Q_2}{\partial x_2} \right) \tag{D.23}
\]

To solve for \( \frac{\partial^2 Q_1}{\partial x_2 \partial x_1} \) in equation (D.23), we will refer to equation (D.10) and differentiate with respect to \( x_2 \):

Step \( \frac{\partial^2 Q_1}{\partial x_2 \partial x_1} \):

\[
\frac{\partial Q_1}{\partial x_2} = (1 - \alpha) \frac{\partial Q_{1t-1}}{\partial x_2} + (\beta r_{t-1} - Q_{1t-1}) \frac{\partial \alpha}{\partial x_2}
\]

(from equation 13)

\[
\frac{\partial^2 Q_1}{\partial x_2 \partial x_1} = (1 - \alpha) \frac{\partial^2 Q_{1t-1}}{\partial x_2 \partial x_1} + (\beta r_{t-1} - Q_{1t-1}) \frac{\partial^2 \alpha}{\partial x_2 \partial x_1}
\]

\[
+ \frac{\partial}{\partial x_1} \left( \beta r_{t-1} - Q_{1t-1} \right) \frac{\partial \alpha}{\partial x_2}
\]

(second partial derivative w.r.t \( x_1 \))

\[
= (1 - \alpha) \frac{\partial^2 Q_{1t-1}}{\partial x_2 \partial x_1} + \alpha (1 - \alpha) \left( \beta r_{t-1} - \frac{\partial Q_{1t-1}}{\partial x_1} \right)
\]

(expand and simplify)

resulting in

\[
\frac{\partial^2 Q_1}{\partial x_2 \partial x_1} = (1 - \alpha) \frac{\partial^2 Q_{1t-1}}{\partial x_2 \partial x_1} + \alpha (1 - \alpha) \left[ \beta r_{t-1} - \frac{\partial Q_{1t-1}}{\partial x_1} \right] \tag{D.24}
\]

Finally, we expand equation (D.23) using equation (D.24) to obtain the Hessian of the \( LL \) of \( x_2 \) with respect to \( x_1 \).
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